**[Graph].Bài 1. Chuyển danh sách cạnh sang danh sách kề**

Cho đồ thị vô hướng G = được biểu diễn dưới dạng danh sách cạnh. Hãy chuyển đổi đồ thị dưới dạng danh sách cạnh này sang danh sách kề tương ứng.

**Input Format**

Dòng đầu tiên là 2 số n và m, tương ứng với số lượng đỉnh và cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. M dòng tiếp theo mỗi dòng chứa đỉnh u, v tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra n dòng, trong đó dòng thứ i in ra danh sách kề của đỉnh i. Các đỉnh trong danh sách kề được liệt kê từ nhỏ tới lớn.

**Sample Input 0**

5 4

2 5

4 1

4 2

4 3

**Sample Output 0**

1 : 4

2 : 4 5

3 : 4

4 : 1 2 3

5 : 2

#include <bits/stdc++.h>

using namespace std;

int n , m;

vector<int> adj[1001];

// adj[i] : Lưu danh sách kề của đỉnh i

// Nguyễn Thế Dương - B22DCKH023

int main(){

    cin >> n >> m;

    for(int i  = 0 ;i <m;i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    for(int i = 1; i <= n ;i++){

        cout << i <<" : ";

        for(int x : adj[i]){

            cout << x << " ";

        }

        cout << endl;

    }

}

**[Graph].Bài 2. Chuyển từ danh sách kề sang danh sách cạnh**

Cho đồ thị vô hướng G = được biểu diễn dưới dạng danh sách kề. Hãy chuyển đổi đồ thị dưới dạng danh sách kề này sang danh sách cạnh tương ứng.

**Input Format**

Dòng đầu tiên là số nguyên dương n, tương ứng với số đỉnh của đồ thị. N dòng tiếp theo mỗi dòng chứa nhiều số nguyên, dòng thứ i tương ứng với các đỉnh trong danh sách kề của đỉnh i.

**Constraints**

1<=n<=1000;

**Output Format**

In ra các cạnh trong đồ thị trên từng dòng, các cạnh được liệt kê tăng dần. Chú ý mỗi cạnh chỉ liệt kê một lần.

**Sample Input 0**

5

4

3 4 5

2 5

1 2

2 3

**Sample Output 0**

1 4

2 3

2 4

2 5

3 5

#include <bits/stdc++.h>

using namespace std;

// Ma trận kề

// Danh sách cạnh

// Danh sách kề

int n ;

int a[1001][1001];

vector<int> adj[1001];

vector<pair<int,int>> edge;

// Nguyễn Thế Dương - B22DCKH023

int main(){

    cin >> n;

    cin.ignore();

    for(int i =1 ; i<=n;i++){

        string s , num;

        getline(cin,s);

        stringstream ss(s);

        while(ss >> num){

            if(stoi(num)>i){

                edge.push\_back({i,stoi(num)});

            }

        }

    }

    for(auto it : edge){

        cout << it.first <<" "<<it.second << endl;

    }

}

**[Graph].Bài 3. Chuyển danh sách cạnh sang danh sách kề (có hướng)**

Cho đồ thị có hướng G = được biểu diễn dưới dạng danh sách cạnh. Hãy chuyển đổi đồ thị dưới dạng danh sách cạnh này sang danh sách kề tương ứng.

**Input Format**

Dòng đầu tiên là 2 số n và m, tương ứng với số lượng đỉnh và cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. M dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra n dòng, trong đó dòng thứ i in ra danh sách kề của đỉnh i. Các đỉnh trong danh sách kề được liệt kê từ nhỏ tới lớn.

**Sample Input 0**

5 10

4 2

4 1

2 5

3 4

1 5

2 3

5 1

2 1

1 4

4 5

**Sample Output 0**

1 : 4 5

2 : 1 3 5

3 : 4

4 : 1 2 5

5 : 1

#include <bits/stdc++.h>

using namespace std;

int n , m ;

vector<int> adj[1005];

int main(){

    cin >> n >> m;

    for(int i = 0 ; i < m ; i++){

        int x, y ;

        cin >> x >> y;

        adj[x].push\_back(y);

    }

    for(int i = 1 ; i <= n ; i++){

        cout << i <<" : ";

        sort(adj[i].begin() , adj[i].end());

        for(int x : adj[i]){

            cout << x << " ";

        }

    }

}

**[Graph].Bài 4. Chuyển từ danh sách kề sang danh sách cạnh (có hướng).**

Cho đồ thị có hướng G = được biểu diễn dưới dạng danh sách kề. Hãy chuyển đổi đồ thị dưới dạng danh sách kề này sang danh sách cạnh tương ứng.

**Input Format**

Dòng đầu tiên là số nguyên dương n, tương ứng với số đỉnh của đồ thị. N dòng tiếp theo mỗi dòng chứa nhiều số nguyên, dòng thứ i tương ứng với các đỉnh trong danh sách kề của đỉnh i.

**Constraints**

1<=n<=1000;

**Output Format**

In ra các cạnh trong đồ thị trên từng dòng, các cạnh được liệt kê tăng dần.

**Sample Input 0**

5

5 3 4

4 1 3 5

4 2

3 1 2

3 2

**Sample Output 0**

1 3

1 4

1 5

2 1

2 3

2 4

2 5

3 2

3 4

4 1

4 2

4 3

5 2

5 3

#include <bits/stdc++.h>

using namespace std;

void xuly(int i , string s){

    stringstream ss(s);

    string tmp;

    vector<int> v;

    while(ss >> tmp){

        int j = stoi(tmp);

        v.push\_back(j);

    }

    sort(v.begin() , v.end());

    for(int j : v) {

        cout << i <<" "<< j  << endl;

    }

}

int main(){

    int n ;

    cin >> n;

    cin.ignore();

    for(int i = 1 ; i <= n ; i++){

        string s;

        getline(cin,s);

        xuly(i,s);

    }

}

**[Graph]. Bài 5. Ma trận kề sang danh sách kề, danh sách cạnh (vô hướng).**

Cho ma trận kề A[][] của đồ thị vô hướng G = chỉ bao gồm các số 0 hoặc 1. Hãy chuyển đổi đồ thị này thành danh sách cạnh và danh sách kề tương ứng.

**Input Format**

Dòng đầu tiên là n tương ứng với số lượng đỉnh của đồ thị. n dòng tiếp theo mỗi dòng gồm n số mô tả ma trận A

**Constraints**

1<=n<=1000

**Output Format**

Những dòng đầu tiên liệt kê danh sách cạnh theo thứ tự từ điển tăng dần, mỗi cạnh chỉ liệt kê một lần và liệt kê đỉnh bắt đầu là đỉnh lớn hơn. Sau đó cách ra 1 dòng và liệt kê danh sách kề, trong đó các đỉnh trong danh sách kề được in ra theo thứ tự tăng dần. Xem output mẫu để rõ hơn.

**Sample Input 0**

5

0 1 1 1 0

1 0 0 1 1

1 0 0 1 1

1 1 1 0 1

0 1 1 1 0

**Sample Output 0**

2 1

3 1

4 1

4 2

4 3

5 2

5 3

5 4

1 : 2 3 4

2 : 1 4 5

3 : 1 4 5

4 : 1 2 3 5

5 : 2 3 4

**[Graph]. Bài 6. Ma trận kề sang danh sách kề, danh sách cạnh (có hướng).**

Cho ma trận kề A[][] của đồ thị có hướng G = (V, E) chỉ bao gồm các số 0 hoặc 1. Hãy chuyển đổi đồ thị này thành danh sách cạnh và danh sách kề tương ứng.

**Input Format**

Dòng đầu tiên là n tương ứng với số lượng đỉnh của đồ thị. n dòng tiếp theo mỗi dòng gồm n số mô tả ma trận A

**Constraints**

1<=n<=1000

**Output Format**

Những dòng đầu tiên liệt kê danh sách cạnh theo thứ tự từ điển tăng dần. Sau đó cách ra 1 dòng và liệt kê danh sách kề, trong đó các đỉnh trong danh sách kề được in ra theo thứ tự tăng dần. Xem output mẫu để rõ hơn.

**Sample Input 0**

5

0 0 0 1 0

1 0 1 1 1

1 0 0 1 1

1 0 0 0 0

0 1 0 1 0

**Sample Output 0**

1 4

2 1

2 3

2 4

2 5

3 1

3 4

3 5

4 1

5 2

5 4

1 : 4

2 : 1 3 4 5

3 : 1 4 5

4 : 1

5 : 2 4

**[Graph]. Bài 7. Danh sách cạnh sang ma trận kề (vô hướng).**

Cho đồ thị vô hướng G = được biểu diễn dưới dạng danh sách cạnh. Hãy chuyển đổi đồ thị dưới dạng danh sách cạnh này sang ma trận kề tương ứng.

**Input Format**

Dòng đầu tiên là 2 số n và m, tương ứng với số lượng đỉnh và cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra ma trận kề theo mẫu.

**Sample Input 0**

5 4

4 3

3 1

4 2

5 4

**Sample Output 0**

0 0 1 0 0

0 0 0 1 0

1 0 0 1 0

0 1 1 0 1

0 0 0 1 0

**[Graph]. Bài 8. Ma trận trọng số sang danh sách cạnh**

Cho đồ thị vô hướng G = được biểu diễn dưới ma trận trọng số A[][], trong đó A[i][j] khác không có nghĩa có cạnh nối giữa 2 đỉnh i, j. Hãy chuyển đồ thị đã cho thành danh sách cạnh tương ứng.

**Input Format**

Dòng đầu tiên là n, tương ứng là số lượng đỉnh của đồ thị. N dòng tiếp theo là ma trận A[][].

**Constraints**

1<=n<=1000; 1<=A[i][j]<=10^6;

**Output Format**

In ra danh sách cạnh và trọng số theo thứ tự đỉnh tăng dần.

**Sample Input 0**

5

0 0 9 4 1

0 0 1 0 6

9 1 0 3 1

4 0 3 0 8

1 6 1 8 0

**Sample Output 0**

1 3 9

1 4 4

1 5 1

2 3 1

2 5 6

3 4 3

3 5 1

4 5 8

**[Graph]. Bài 9. DFS trên đồ thị vô hướng**

Cho đồ thị vô hướng G = được biểu diễn dưới dạng danh sách cạnh. Hãy thực hiện in ra danh sách các đỉnh được duyệt theo thuật toán DFS(s).

**Input Format**

Dòng đầu tiên là 2 số n và m và s, tương ứng với số lượng đỉnh, cạnh của đồ thị và đỉnh bắt đầu duyệt. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra các đỉnh được duyệt theo thuật toán DFS(s). Chú ý trong quá trình mở rộng các đỉnh của thuật toán DFS luôn lựa chọn duyệt các đỉnh có thứ tự nhỏ hơn trước.

**Sample Input 0**

5 5 3

5 2

3 2

5 4

5 3

5 1

**Sample Output 0**

3 2 5 1 4

#include <bits/stdc++.h>

using namespace std;

vector <int> ke[1005];

bool visited[1005];

void dfs(int u){

    stack<int> st;

    st.push(u);

    visited[u]=  true;

    cout << u <<" ";

    while(!st.empty()){

        int v = st.top();

        st.pop();

        for(int s : ke[v]){

            if(visited[s]==false){

                cout << s <<" ";

                visited[s]=true;

                st.push(v);

                st.push(s);

                break;

            }

        }

    }

}

int main(){

    int v , e , u;

    cin >> v >> e >>  u;

    for(int i = 1 ; i <= e ; i++){

        int x , y;

        cin >> x >> y;

        ke[x].push\_back(y);

        ke[y].push\_back(x);

    }

    for(int i = 1 ; i <= v ; i++){

        sort(ke[i].begin() , ke[i].end());

    }

    memset(visited , false , sizeof(visited));

    dfs(u);

}

**[Graph]. Bài 10. DFS trên đồ thị có hướng**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy thực hiện in ra danh sách các đỉnh được duyệt theo thuật toán DFS(s).

**Input Format**

Dòng đầu tiên là 2 số n và m và s, tương ứng với số lượng đỉnh, cạnh của đồ thị và đỉnh bắt đầu duyệt. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra các đỉnh được duyệt theo thuật toán DFS(s). Chú ý trong quá trình mở rộng các đỉnh của thuật toán DFS luôn lựa chọn duyệt các đỉnh có thứ tự nhỏ hơn trước.

**Sample Input 0**

5 10 4

5 1

4 5

4 2

4 3

1 5

3 5

5 3

3 1

1 4

5 2

**Sample Output 0**

4 2 3 1 5

#include <bits/stdc++.h>

using namespace std;

int n , m , st;

vector<int> adj[1005];

bool used[1005];

void dfs(int u ){

    used[u]=true;

    cout << u <<" ";

    for(int v : adj[u]){

        if(!used[v]){

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m >> st;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

    dfs(st);

}

**[Graph]. Bài 11. BFS trên đồ thị vô hướng.**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy thực hiện in ra danh sách các đỉnh được duyệt theo thuật toán BFS(s).

**Input Format**

Dòng đầu tiên là 2 số n và m và s, tương ứng với số lượng đỉnh, cạnh của đồ thị và đỉnh bắt đầu duyệt. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra các đỉnh được duyệt theo thuật toán BFS(s). Chú ý trong quá trình mở rộng các đỉnh của thuật toán BFS luôn lựa chọn duyệt các đỉnh có thứ tự nhỏ hơn trước.

**Sample Input 0**

5 7 5

4 1

5 3

4 3

5 1

3 2

4 2

2 1

**Sample Output 0**

5 1 3 2 4

#include <bits/stdc++.h>

using namespace std;

int n , m , st;

vector<int> adj[1005];

bool used[1005];

void bfs(int u ){

   queue<int> q;

   q.push(u);

   used[u]=true;

   cout << u <<" ";

   while(!q.empty()){

    int x = q.front();

    q.pop();

    cout << x << " ";

    for(int y : ke[x]){

        q.push(y);

        visited[y]=true;

    }

   }

}

int main(){

    cin >> n >> m >> st;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

    bfs(st);

}

**[Graph]. Bài 12. BFS trên đồ thị có hướng**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy thực hiện in ra danh sách các đỉnh được duyệt theo thuật toán BFS(s).

**Input Format**

Dòng đầu tiên là 2 số n và m và s, tương ứng với số lượng đỉnh, cạnh của đồ thị và đỉnh bắt đầu duyệt. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra các đỉnh được duyệt theo thuật toán BFS(s). Chú ý trong quá trình mở rộng các đỉnh của thuật toán BFS luôn lựa chọn duyệt các đỉnh có thứ tự nhỏ hơn trước.

**Sample Input 0**

5 9 4

5 1

4 5

2 5

4 3

1 4

2 4

5 3

1 5

1 2

**Sample Output 0**

4 3 5 1 2

**[Graph]. Bài 13. Đếm số thành phần liên thông**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy đếm số thành phần liên thông của đồ thị.

**Input Format**

Dòng đầu tiên là 2 số n và m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra số thành phần liên thông của đồ thị

**Sample Input 0**

5 4

4 1

2 1

3 2

4 3

**Sample Output 0**

2

**Sample Input 1**

5 2

4 1

2 1

**Sample Output 1**

3

#include <bits/stdc++.h>

using namespace std;

int n , m;

vector<int> adj[1005];

bool used[1005];

void dfs(int u ){

    used[u]=true;

    for(int v : adj[u]){

        if(!used[v]){

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m ;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

    int dem =0;

    for(int i = 1 ; i <= n ; i++){

        if(!visited[i]){

            dem++;

            dfs(i);

        }

    }

    cout << dem << endl;

}

**[Graph]. Bài 14. Đường đi trên đồ thị vô hướng bằng DFS**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi theo thuật toán DFS từ đỉnh s tới đỉnh t. Trong qúa trình mở rộng của thuật toán DFS, luôn ưu tiên mở rộng đỉnh có số thứ tự nhỏ hơn.

**Input Format**

Dòng đầu tiên là 4 số n, m, s, t, tương ứng với số lượng đỉnh, cạnh của đồ thị, đỉnh bắt đầu và đỉnh kết thúc. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra đường đi từ s tới t nếu có đường đi, trường hợp không tồn tại đường đi thì in ra -1.

**Sample Input 0**

5 3 4 3

4 2

2 1

3 1

**Sample Output 0**

4 2 1 3

#include <bits/stdc++.h>

using namespace std;

int n , m , s , t;

vector<int> adj[1005];

bool used[1005];

int parent[1005];

void dfs(int u ){

    used[u]=true;

    for(int v : adj[u]){

        if(!used[v]){

            parent[v]=u;

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m >> s >> t;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

    dfs(s);

    if(used[t]){

        t = parent[t];

        vector<int> path;

        while(t!= s){

            path.push\_back(t);

            t = parent[t];

        }

        path.push\_back(t);

        reverse(path.begin() , path.end());

    }

    else cout <<-1;

}

**[Graph]. Bài 15. Đường đi trên đồ thị vô hướng bằng BFS**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi theo thuật toán BFS từ đỉnh s tới đỉnh t. Trong qúa trình mở rộng của thuật toán BFS, luôn ưu tiên mở rộng đỉnh có số thứ tự nhỏ hơn.

**Input Format**

Dòng đầu tiên là 4 số n, m, s, t, tương ứng với số lượng đỉnh, cạnh của đồ thị, đỉnh bắt đầu và đỉnh kết thúc. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra đường đi từ s tới t nếu có đường đi, trường hợp không tồn tại đường đi thì in ra -1.

**Sample Input 0**

5 4 2 4

4 2

2 1

3 1

4 3

**Sample Output 0**

2 4

**[Graph]. Bài 16. Đường đi trên đồ thị có hướng bằng DFS**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi theo thuật toán DFS từ đỉnh s tới đỉnh t. Trong qúa trình mở rộng của thuật toán DFS, luôn ưu tiên mở rộng đỉnh có số thứ tự nhỏ hơn.

**Input Format**

Dòng đầu tiên là 4 số n, m, s, t, tương ứng với số lượng đỉnh, cạnh của đồ thị, đỉnh bắt đầu và đỉnh kết thúc. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra đường đi từ s tới t nếu có đường đi, trường hợp không tồn tại đường đi thì in ra -1.

**Sample Input 0**

5 8 1 2

5 3

5 2

4 1

4 3

2 5

3 4

1 5

3 1

**Sample Output 0**

1 5 2

**[Graph]. Bài 16. Đường đi trên đồ thị có hướng bằng DFS**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi theo thuật toán DFS từ đỉnh s tới đỉnh t. Trong qúa trình mở rộng của thuật toán DFS, luôn ưu tiên mở rộng đỉnh có số thứ tự nhỏ hơn.

**Input Format**

Dòng đầu tiên là 4 số n, m, s, t, tương ứng với số lượng đỉnh, cạnh của đồ thị, đỉnh bắt đầu và đỉnh kết thúc. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra đường đi từ s tới t nếu có đường đi, trường hợp không tồn tại đường đi thì in ra -1.

**Sample Input 0**

5 8 1 2

5 3

5 2

4 1

4 3

2 5

3 4

1 5

3 1

**Sample Output 0**

1 5 2

**[Graph]. Bài 17. Đường đi trên đồ thị có hướng bằng BFS**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy tìm đường đi theo thuật toán BFS từ đỉnh s tới đỉnh t. Trong qúa trình mở rộng của thuật toán BFS, luôn ưu tiên mở rộng đỉnh có số thứ tự nhỏ hơn.

**Input Format**

Dòng đầu tiên là 4 số n, m, s, t, tương ứng với số lượng đỉnh, cạnh của đồ thị, đỉnh bắt đầu và đỉnh kết thúc. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra đường đi từ s tới t nếu có đường đi, trường hợp không tồn tại đường đi thì in ra -1.

**Sample Input 0**

5 10 2 3

5 1

4 5

3 5

4 3

2 1

3 2

5 3

2 5

1 3

5 2

**Sample Output 0**

2 1 3

**[Graph]. Bài 18. Kiểm tra đường đi**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Có Q truy vấn, mỗi truy vấn yêu cầu trả lời câu hỏi giữa 2 đỉnh s và t có tồn tại đường đi tới nhau hay không ?

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị. Dòng tiếp theo là Q, Q dòng tiếp theo mỗi dòng chứa 2 đỉnh s, t cần truy vấn.

**Constraints**

1<=s,t<=n<=1000; 1<=m<=n\*(n-1)/2; 1<=Q<=10000;

**Output Format**

Đối với mỗi truy vấn in ra 1 nếu có đường đi giữa s và t, ngược lại in ra -1.

**Sample Input 0**

5 3

5 4

4 1

4 3

3

4 5

4 2

3 4

**Sample Output 0**

1

-1

1

#include <bits/stdc++.h>

using namespace std;

int n , m , s , t;

vector<int> adj[1005];

bool used[1005];

int tplt[1005];

int cnt;

void dfs(int u ){

    used[u]=true;

    tplt[u]=cnt;

    for(int v : adj[u]){

        if(!used[v]){

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

    cnt = 0 ;

    for(int i = 1  ; i <= n ; i++){

        if(!used[i]){

            cnt++;

            dfs(i);

        }

    }

    int q;

    cin >> q;

    while(q--){

        int x , y;

        cin >> x >> y;

        if(tplt[x]==tplt[y]) cout <<"YES" << endl;

        else cout << "NO" << endl;

    }

}

**[Graph]. Bài 19. Đỉnh trụ**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy đếm số lượng đỉnh trụ của đồ thị.

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1=<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra số lượng đỉnh trụ của đồ thị

**Sample Input 0**

10 6

5 4

5 2

10 2

10 7

5 3

10 1

**Sample Output 0**

3

**Explanation 0**

3 đỉnh trụ của đồ thị là : 2, 5, 10

#include <bits/stdc++.h>

using namespace std;

vector<int> ke[1005];

bool visited[1005];

int parent[1005];

vector<int> vt;

int v , e ;

void dfs(int u){

    visited[u]=true;

    vt.push\_back(u);

    for(int v : ke[u]){

        if(!visited[v]){

            dfs(v);

        }

    }

}

int tplt(){

    int cnt = 0 ;

    for(int i = 1 ; i <= v ; i++){

        if(!visited[i]){

            cnt++;

            dfs(i);

        }

    }

    return cnt;

}

void tru(){

    int cc = tplt();

    for(int i = 1; i <= v ; i++){

        memset(visited,false, sizeof(visited));

        visited[i]=true;

        if(cc < tplt()){

            cout << i <<" ";

        }

    }

}

int main(){

    int t;

    cin >> t;

    while(t--){

        memset(visited,false, sizeof(visited));

        cin >> v  >> e ;

        for(int i = 1 ; i <= v ; i++){

            ke[i].clear();

        }

        for(int i = 1 ; i <= e ; i++){

            int x , y;

            cin >> x >> y;

            ke[x].push\_back(y);

            ke[y].push\_back(x);

        }

        for(int i = 1 ; i <= v ; i++){

        sort(ke[i].begin() , ke[i].end());

    }

        tru();

        cout << endl;

    }

}

**[Graph]. Bài 20. Cạnh cầu**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy đếm số lượng cạnh cầu của đồ thị.

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị. Giữa 2 đỉnh bất kỳ chỉ tồn tại nhiều nhất một cạnh nối.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra số lượng cạnh cầu của đồ thị

**Sample Input 0**

10 6

10 1

5 2

10 5

10 6

5 3

10 4

**Sample Output 0**

6

**Sample Input 1**

10 8

10 9

10 8

10 3

10 4

5 3

10 1

5 1

5 4

**Sample Output 1**

2

#include <bits/stdc++.h>

using namespace std;

vector<int> ke[1005];

bool visited[1005];

int parent[1005];

vector<pair<int,int>> vt;

int v , e  ;

void dfs(int u , int s , int t){

    visited[u]=true;

    vt.push\_back(u);

    for(int v : ke[u]){

        if(u==s && v == t || u == t && v==s) continue;

        if(!visited[v]){

            dfs(v);

        }

    }

}

int tplt(int s , int t){

    int cnt = 0 ;

    for(int i = 1 ; i <= v ; i++){

        if(!visited[i]){

            cnt++;

            dfs(i , s , t);

        }

    }

    return cnt;

}

void cau(){

    int cc = tplt(0,0);

    for(auto it : vt){

        int x = it.first;

        int y = it.second;

        memset(visited,false, sizeof(visited));

        if(cc < tplt(x,y)){

            cout << x <<" " << y << " ";

        }

    }

}

int main(){

    int t;

    cin >> t;

    while(t--){

        memset(visited,false, sizeof(visited));

        cin >> v  >> e ;

        for(int i = 1 ; i <= v ; i++){

            ke[i].clear();

        }

        for(int i = 1 ; i <= e ; i++){

            int x , y;

            cin >> x >> y;

            vt.push\_back({x,y});

            ke[x].push\_back(y);

            ke[y].push\_back(x);

        }

        for(int i = 1 ; i <= v ; i++){

       sort(ke[i].begin() , ke[i].end());

   }

        cau();

        cout << endl;

    }

}

**[Graph]. Bài 21. Kiểm tra chu trình trên đồ thị vô hướng**

Cho đồ thị vô hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy xác định xem đồ thị có tồn tại chu trình hay không? Bài này các bạn cài đặt bằng 3 phương pháp : DFS, BFS và DSU.

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra 1 nếu đồ thị tồn tại chu trình, ngược lại in ra 0.

**Sample Input 0**

10 11

10 5

10 4

10 1

10 3

5 2

5 4

10 8

5 3

5 1

10 6

10 9

**Sample Output 0**

1

#include <bits/stdc++.h>

using namespace std;

int n , m ;

vector <int> adj[1005];

bool visited[1005];

int parent[1005];

bool dfs(int u){

    visited[u] = true;

    for(int v : adj[u]){

        if(!visited[v]){

            parent[v]=u;

            if(dfs(v)) return true;

        }

        else if(v != parent[u]){

            return true;

        }

    }

    return false;

}

bool bfs(int u){

    queue<int> q;

    q.push(u);

    visited[u]=true;

    while(!q.empty()){

        int x = q.front();

        q.pop();

        for(int y : adj[x]){

            if(!visited[y]){

                q.push(y);

                visited[y] = true;

                parent[y]=x;

            }

            else if(y!=parent[x]) return true;

        }

    }

    return false;

}

int main(){

     cin >> n >> m;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

}

**[Graph]. Bài 22. Kiểm tra chu trình trên đồ thị có hướng**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy xác định xem đồ thị có tồn tại chu trình hay không? Bài này các bạn cài đặt bằng 3 phương pháp : DFS, BFS và DSU.

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1=<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra 1 nếu đồ thị tồn tại chu trình, ngược lại in ra 0.

**Sample Input 0**

10 13

6 5

6 3

6 1

6 2

9 5

3 9

9 7

3 7

3 2

6 7

6 9

3 5

6 8

**Sample Output 0**

0

**Sample Input 1**

10 16

9 10

6 4

6 1

6 3

9 2

3 9

9 4

3 8

3 5

6 7

6 10

9 6

6 8

3 7

6 5

9 7

**Sample Output 1**

1

#include <bits/stdc++.h>

using namespace std;

int n , m ;

vector <int> adj[1005];

int color[1005];

bool dfs(int u){

    color[u] = 1; // xam

    for(int v : adj[u]){

        if(color[v]==0){

            if(dfs(v)) return true;

        }

        else if(color[v]==1){

            return true;

        }

    }

    color[u]=2;

    return false;

}

int degree[1005];

bool bfs(int u){

    for(int i = 1 ; i <= n ; i++){

        for(int x : adj[i]){

            degree[x]++; // ban bac vao

        }

    }

    queue<int> q;

    for(int i = 1 ; i <= n ; i++){

        if(degree[i]==0){

            q.push(i);

        }

    }

    int cnt =0 ;

    while(!q.empty()){

        int u = q.front();

        q.pop();

        ++cnt;

        for(int v : adj[u]){

            --degree[v];

            if(degree[v]==0){

                q.push(v);

            }

        }

    }

    if(cnt!=n ) return true;

    else return false;

}

int main(){

     cin >> n >> m;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        adj[x].push\_back(y);

      //  adj[y].push\_back(x);

    }

    for(int i = 1 ; i <= n ; i++){

        sort(adj[i].begin() , adj[i].end());

    }

}

**[Graph]. Bài 23. Đồ thị liên thông mạnh**

Cho đồ thị có hướng G = (V, E) được biểu diễn dưới dạng danh sách cạnh. Hãy kiểm tra đồ thị có liên thông mạnh hay không? Bài này các bạn thử cài đặt bằng 3 cách là : brute force, thuật toán Tarjan, thuật toán Kosaraju.

**Input Format**

Dòng đầu tiên là 2 số n, m, tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1=<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra 1 nếu đồ thị liên thông mạnh, ngược lại in ra 0.

**Sample Input 0**

6 14

3 4

3 1

2 5

2 6

4 6

2 3

5 6

1 5

1 2

3 5

4 5

6 3

4 2

1 4

**Sample Output 0**

1

#include <bits/stdc++.h>

using namespace std;

int n , m ;

vector<int> ke[100001], t\_ke[100001];

bool visited[100001];

stack <int> st;

void nhap(){

    cin >> n >> m;

    for(int i = 0 ; i < m ; i++){

        int x , y;

        cin >> x >> y;

        ke[x].push\_back(y);

        t\_ke[y].push\_back(x);

    }

    memset(visited , false , sizeof(visited));

}

void dfs1(int u){

    visited[u] = true;

    for(int v : ke[u]){

        if(!visited[v]){

            dfs1(v);

        }

    }

    st.push(u);

}

void dfs2(int u){

    cout << u <<" ";

    visited[u]=true;

    for(int v : t\_ke[u]){

        if(!visited[v]){

            dfs2(v);

        }

    }

}

void korasaju(){

    for(int i = 1 ; i <= n ; i++){

        if(!visited[i]){

            dfs1(i);

        }

    }

    int scc = 0;

    memset(visited , false , sizeof(visited));

    while(!st.empty()){

        int top = st.top();

        st.pop();

        if(!visited[top]){

            ++scc;

            dfs2(top);

            cout << endl;

        }

    }

    cout << scc << endl;

}

int main(){

    nhap();

    korasaju();

}

**[Graph]. Bài 24. Kiểm tra cây**

Một đồ thị N đỉnh là một cây, nếu như nó có đúng N-1 cạnh và giữa 2 đỉnh bất kì, chỉ tồn tại duy nhất 1 đường đi giữa chúng. Cho một đồ thị vô hướng N đỉnh và M cạnh, hãy kiểm tra đồ thị đã cho có phải là một cây hay không?

**Input Format**

Dòng đầu tiên là số n, m tương ứng với số lượng đỉnh, cạnh của đồ thị. Các đỉnh của đồ thị được đánh số từ 1 tới n. m dòng tiếp theo mỗi dòng chứa đỉnh u, v (u != v) tương ứng với một cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2;

**Output Format**

In ra 1 nếu đồ thị đã cho là cây, ngược lại in ra 0.

**Sample Input 0**

6 5

4 3

2 1

6 5

5 4

3 2

**Sample Output 0**

1

**Sample Input 1**

6 4

6 3

3 2

4 2

6 4

**Sample Output 1**

0

**[Graph]. Bài 25. Đếm số phòng**

Bạn được đưa cho một bản đồ của một tòa nhà và nhiệm vụ của bạn là đếm số lượng phòng của tòa nhà đó. Kích thước của bản đồ là n × m hình vuông và mỗi hình vuông là sàn hoặc tường. Bạn có thể đi bộ sang trái, phải, lên và xuống qua các ô sàn.

**Input Format**

Dòng nhập đầu tiên có hai số nguyên n và m: chiều cao và chiều rộng của bản đồ. Khi đó có n dòng gồm m ký tự mô tả bản đồ. Mỗi ký tự là một trong hai ký tự '.' hoặc '#' tương ứng với sàn nhà và tường.

**Constraints**

1≤n,m≤1000

**Output Format**

In ra số nguyên duy nhất là số phòng của tòa nhà

**Sample Input 0**

6 6

..###.

...#..

#..#..

.##.#.

######

.#.##.

**Sample Output 0**

7

**Sample Input 1**

6 6

####.#

.#..##

.#..##

####..

#...##

.##..#

**Sample Output 1**

6

#include <bits/stdc++.h>

using namespace std;

int n , m ;

char a[1005][1005];

int dx[]= {-1,0,0,1};

int dy[] ={0 ,-1 , 1 , 0};

void loang(int i , int j){

    a[i][j] = '#';

    for(int k =0 ; k < 4 ; k++){

        int i1 = i + dx[k];

        int j1 = j + dy[k];

        if(i1 >= 1 && i1 <= n && j1 >= 1 && j1 <= m && a[i1][j1]='.'){

            loang(i1,j1);

        }

    }

}

int main(){

    cin >> n >> m;

    for(int i = 1 ; i <= n ; i++){

        for(int j =1 ; j <= n ; j++){

            cin >> a[i][j];

        }

    }

    int cnt = 0;

    for(int i = 1 ; i <= n ; i++){

        for(int j = 1; j <= m ; j++){

            if(a[i][j]=='.'){

                cnt++;

                loang(i,j);

            }

        }

    }

    cout << cnt << endl;

}

**[Graph]. Bài 26. Xây dựng đường đi**

Ở 28techland có n thành phố và m đường giữa chúng. Mục tiêu là xây dựng những con đường mới để có một tuyến đường giữa hai thành phố bất kỳ. Nhiệm vụ của bạn là tìm ra số lượng đường tối thiểu cần thiết, đồng thời xác định những con đường nào nên được xây dựng.

**Input Format**

Dòng đầu tiên có hai số nguyên n và m: số thành phố và đường. Các thành phố được đánh số từ 1 tới n. Sau đó, có m dòng mô tả các con đường. Mỗi dòng có hai số nguyên a và b: có một con đường giữa các thành phố đó, các con đường này là đường 2 chiều. Một con đường luôn nối hai thành phố khác nhau và có nhiều nhất một con đường giữa hai thành phố bất kỳ.

**Constraints**

1<=n<=1000; 0<=m<=n\*(n-1)/2; 1<=a,b<=n;

**Output Format**

Dòng đầu tiên in ra K là số con đường cần xây dựng. K dòng tiếp theo in ra các con đường được xây dựng, do có nhiều cách xây dựng đường nên bạn sẽ lựa chọn ra các con đường có thứ tự từ điển nhỏ nhất để xây dựng nhưng với một điều kiện đó là, mỗi thành phố được lựa chọn là điểm xuất phát của con đường không quá 1 lần.

**Sample Input 0**

6 3

4 3

4 1

4 2

**Sample Output 0**

2

1 5

5 6

**Explanation 0**

Có thể có nhiều cách xây dựng đường đi ví dụ : xây dựng đường đi giữa thành phố 2 và 5, 1 và 6 sẽ kết nối mọi thành phố. Tuy nhiên do yêu cầu của đầu bài, bạn sẽ phải xây dựng 2 con đường là 1->5, 5->6. Không thể xây dựng 1->5, 1->6 vì như vậy thành phố 1 sẽ 2 lần là điểm khởi đầu của con đường.

#include <bits/stdc++.h>

using namespace std;

int n , m ;

vector <int> adj[1005];

bool used[1005];

void dfs(int u){

    used[u] = true;

    for(int v : adj[u]){

        if(!used[v]){

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m;

    for(int i = 1 ; i <= m ; i++){

        int x, y;

        cin >> x >> y;

        adj[x].push\_back(y);

        adj[y].push\_back(x);

    }

    vector <int> v;

    for(int i = 1 ; i <= n ; i++){

        if(!used[i]){

            v.push\_back(i);

            cnt++;

            dfs(i);

        }

    }

    cout << cnt - 1  << endl;

    for(int i = 1 ; i < v.size() ; i ++){

        cout << v[i-1] <<" "<<v[i] << endl;

    }

}

**[Graph]. Bài 27. Nhóm bạn**

Trong một lớp học luôn tồn tại những nhóm học sinh, các học sinh trong nhóm này sẽ thân thiết với nhau hơn. Giả sử trong 1 nhóm, nếu bạn a chơi thân vs bạn b và bạn b chơi thân với bạn c, thì bạn a và bạn c sẽ chơi thân với nhau. Hiện nay Tèo là lớp trưởng lớp 10A1, vì không thích việc chia bè kéo cánh trong lớp nên Tèo quyết định tìm ra nhóm có số bạn chơi thân với nhau nhất trong nhóm để đưa các thành viên của các nhóm khác vào trong nhóm có số lượng thành viên cao nhất này. Bạn hãy giúp Tèo tìm ra số lượng thành viên lớn nhất của 1 nhóm chơi thân bất kỳ trong lớp nhé !

**Input Format**

Dòng đầu tiên là n và m, tương ứng với số lượng sinh viên trong lớp và số lượng tình bạn giữa các bạn trong lớp. Các sinh viên được đánh số từ 1 tới n. M dòng tiếp theo mỗi dòng gồm 2 số a, b thể hiện tình bạn thân thiết giữa bạn a và bạn b, a và b khác nhau.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2; 1<=a,b<=n;

**Output Format**

In ra nhóm có số lượng bạn lớn nhất

**Sample Input 0**

10 6

8 2

4 1

8 6

8 7

8 1

8 5

**Sample Output 0**

7

**[Graph]. Bài 28. Đi tìm nhóm trưởng**

Trong một lớp học luôn tồn tại những nhóm học sinh, các học sinh trong nhóm này sẽ thân thiết với nhau hơn. Giả sử trong 1 nhóm, nếu bạn a chơi thân vs bạn b và bạn b chơi thân với bạn c, thì bạn a và bạn c sẽ chơi thân với nhau. Hiện nay Tèo là lớp trưởng lớp 10A1, vì không thích việc chia bè kéo cánh trong lớp nên Tèo quyết định tìm các bạn nhóm trưởng của các nhóm để bàn việc hợp nhất các nhóm. Tèo biết rằng trong các nhóm nhỏ, nhóm trưởng là người có nhiều quan hệ thân thiết với các thành viên khác trong nhóm nhất và là người có số thứ tự nhỏ nhất. Nếu một bạn nào đó không chơi với ai cả thì bạn đó là nhóm trưởng của chính mình. Bạn hãy giúp tèo in ra thứ tự của các trưởng nhóm theo thứ tự từ nhỏ đến lớn nhé.

**Input Format**

Dòng đầu tiên là n và m, tương ứng với số lượng sinh viên trong lớp và số lượng tình bạn giữa các bạn trong lớp. Các sinh viên được đánh số từ 1 tới n. M dòng tiếp theo mỗi dòng gồm 2 số a, b thể hiện tình bạn thân thiết giữa bạn a và bạn b, a và b khác nhau.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2; 1<=a,b<=n;

**Output Format**

In ra thứ tự của các trưởng nhóm theo thứ tự từ nhỏ đến lớn nhé.

**Sample Input 0**

10 6

4 3

4 1

8 5

8 6

4 2

8 2

**Sample Output 0**

4 7 9 10

#include <bits/stdc++.h>

using namespace std;

    int n , m ;

vector <int> adj[1005];

int bac[1005];

bool used[1005];

int nhomtruong = 1001;

void dfs(int u){

    if(bac[u] > bac[nhomtruong] || bac[u]==bac[nhomtruong] && u < nhomtruong){

        nhomtruong = u;

    }

    used[u] = true;

    for(int v : adj[u]){

        if(!used[v]){

            dfs(v);

        }

    }

}

int main(){

    cin >> n >> m;

for(int i = 0 ; i < m ; i++){

    int x, y;

    cin >> x >> y;

    adj[x].push\_back(y);

    adj[y].push\_back(x);

    bac[x]++;

    bac[y]++;

}

vector <int> v;

for(int i = 1 ; i <= n ; i++){

    if(!used[i]){

        nhomtruong=1001;

        dfs(i);

        v.push\_back(nhomtruong);

    }

}

sort(v.begin(), v,end());

for(int x : v) cout << x <<" ";

cout << endl;

}

**[Graph]. Bài 29. Đường đi trong mê cung**

Cho mê cung A có n hàng, n cột. Một con chuột xuất phát từ ô (s, t) và di chuyển tới ô (u, v). Nhiệm vụ của bạn là xác định số bước đi tối thiểu để con chuột con thể di chuyển từ ô (s, t) tới ô (u, v) hoặc xác định rằng không thể tìm được đường tới ô (u, v). Mê cung A chỉ bao gồm các số 1 hoặc 0. Trong đó 1 đại diện cho đường đi và 0 đại diện cho vật cản, con chuột chỉ có thể di chuyển từ ô hiện tại sang các ô chung đỉnh với nó và có đường đi.

**Input Format**

Dòng đầu tiên là số nguyên dương N. Dòng thứ 2 gồm 4 số nguyên s, t, u, v. Dữ liệu đảm bảo ô (s, t) có giá trị 1. N dòng tiếp theo, mỗi dòng gồm N số nguyên mô tả mê cung A.

**Constraints**

2<=n<=1000; 0<=A[i][j]<=1;

**Output Format**

In ra số bước đi tối tiểu của con chuột hoặc in ra -1 nếu con chuột không thể đi đến nơi.

**Sample Input 0**

10

9 6 9 3

1 1 0 1 1 1 1 0 0 1

0 0 1 0 0 1 0 1 0 1

1 1 1 1 0 0 0 1 1 0

1 0 0 0 1 0 0 0 1 1

1 0 1 0 0 1 0 1 1 0

0 0 1 1 0 1 0 0 0 0

1 1 0 1 0 1 1 0 0 0

0 0 0 1 1 0 1 1 0 1

1 0 1 0 0 1 0 0 1 1

0 1 1 1 1 0 1 0 1 1

**Sample Output 0**

3

**[Graph]. Bài 30. Đường đi của quân mã**

Cho bàn cờ A cỡ nxn, một con mã ở ô (s, t) muốn di chuyển sang ô (u, v). Hãy tìm số bước tối thiểu để con mã có thể đến ô (u, v) hoặc xác định rằng con mã không thể đi tới nơi. Bàn cờ A được mô tả bằng các giá trị 0, 1, trong đó ô có giá trị 1 thì con mã có thể tự do di chuyển đến ô này, ngược lại nếu giá trị tại một ô của bàn cơ là 0 thì con mã không thể di chuyển đến ô này.

**Input Format**

Dòng đầu tiên là số nguyên dương N. Dòng thứ 2 gồm 4 số nguyên s, t, u, v. Dữ liệu đảm bảo ô (s, t) có giá trị 1. N dòng tiếp theo, mỗi dòng gồm N số nguyên mô tả bàn cờ.

**Constraints**

2<=n<=1000; 0<=A[i][j]<=1;

**Output Format**

In ra số bước đi tối tiểu của con mã hoặc in ra -1 nếu con mã không thể đi đến nơi.

**Sample Input 0**

10

6 7 8 9

0 1 1 0 1 0 1 0 1 0

1 1 0 0 1 1 0 0 1 0

1 1 0 1 1 0 0 1 0 0

0 1 1 1 1 1 1 1 1 0

0 0 1 0 0 1 1 1 1 1

1 1 0 1 1 0 1 0 0 0

1 0 0 0 0 1 1 0 1 1

1 1 1 1 1 1 1 0 1 1

1 0 0 1 1 1 0 1 1 1

1 0 0 1 1 0 0 1 0 1

**Sample Output 0**

4

**[Graph]. Bài 31. Tìm cặp**

Bạn được cung cấp một cây gốc với các nút và nút 1 là gốc. Có một đường đi duy nhất giữa hai nút bất kỳ. Ở đây, d(i, j) được định nghĩa là số cạnh trong một đường đi ngắn nhất giữa 2 nút i và j. Nhiệm vụ của bạn phải tìm số lượng cặp i, j sao cho d(i, j) = d(1, i) - d(1, j).

**Input Format**

Dòng đầu tiên là N là số lượng nút của cây. N - 1 dòng tiếp theo là các cạnh của cây.

**Constraints**

1<=N<=1000;

**Output Format**

In ra số lượng cặp (i, j) thỏa mãn yêu cầu của đầu bài.

**Sample Input 0**

10

9 10

5 9

7 4

4 5

2 3

6 7

7 8

3 6

1 2

**Sample Output 0**

51

**Sample Input 1**

4

1 2

2 3

3 4

**Sample Output 1**

10

**Explanation 1**

Các cặp thỏa mãn : (1, 1), (1, 2), (1, 3), (1, 4), (2, 2), (2, 3), (2, 4), (3, 3), (3, 4), (4, 4).

**[Graph]. Bài 32. Diện tích**

Bạn được cung cấp một lưới 2D. Dấu '#' đại diện cho chướng ngại vật và dấu '.' đại diện cho không gian trống. Bạn cần tìm các khu vực của các thành phần bị ngắt kết nối. Các ô (i + 1, j), (i, j + 1), (i-1, j), (i, j-1) là các ô liền kề với ô (i, j).

**Input Format**

Dòng đầu tiên là n và m, tương ứng với số dòng và số cột của lưới 2D. N dòng tiếp theo, mỗi dòng là m kí tự '#'' hoặc '.'.

**Constraints**

1<=N,M<=1000;

**Output Format**

In ra diện tích các vùng không gian trống liền kề trên 1 dòng.

**Sample Input 0**

10 10

###.#.#..#

.######...

###..##.#.

.##...###.

##....#..#

.#..###...

..####.##.

...##.....

..#...####

.#..##.##.

**Sample Output 0**

1 1 8 1 11 1 17 9 1 1

**[Graph]. Bài 33. Mạng xã hội(SPOJ)**

Tý đang xây dựng một mạng xã hội và mời các bạn của mình dùng thử. Bạn của bạn cũng là bạn. Vì vậy, Tý muốn mạng xã hội của mình là hoàn hảo, tức với mọi bộ ba X, Y, Z, nếu X kết bạn với Y, Y kết bạn với Z thì X và Z cũng phải là bạn bè của nhau trên mạng xã hội. Các bạn hãy xác định xem mạng xã hội hiện tại của Tý có là hoàn hảo hay không? Nếu có hãy in ra “YES”, “NO” trong trường hợp ngược lại.

**Input Format**

Mỗi test bắt đầu bởi 2 số nguyên N và M. M dòng tiếp theo, mỗi dòng gồm 2 số nguyên u, v (u #v) cho biết u và v là kết bạn với nhau trên mạng xã hội của Tý.

**Constraints**

1<= N, M ≤ 100 000)

**Output Format**

In ra kết quả của bài toán

**Sample Input 0**

4 3

1 3

3 4

1 4

**Sample Output 0**

YES

**Sample Input 1**

4 4

3 1

2 3

3 4

1 2

**Sample Output 1**

NO

**[Graph]. Bài 34. Họp Mặt (SPOJ)**

Có K người (1 ≤ K ≤ 100) đứng tại vị trí nào đó trong N địa điểm cho trước (1 ≤ N ≤ 1,000) được đánh số từ 1..N. Các điểm được nối với nhau bởi M đoạn đường một chiều (1 ≤ M ≤ 10,000) (không có đoạn đường nào nối một điểm với chính nó). Mọi người muốn cùng tụ họp tại một địa điểm nào đó. Tuy nhiên, với các đường đi cho trước, chỉ có một số địa điểm nào đó có thể được chọn là điểm họp mặt. Cho trước K, N, M và vị trí ban đầu của K người cùng với M đường đi một chiều, hãy xác định xem có bao nhiêu điểm có thể được chọn làm điểm họp mặt.

**Input Format**

Dòng 1: Ghi 3 số: K, N, và M Dòng 2 đến K+1: dòng i+1 chứa một số nguyên trong khoảng (1..N) cho biết địa điểm mà người thứ i đang đứng. Dòng K+2 đến M+K+1: Mỗi dòng ghi một cặp số A và B mô tả một đoạn đường đi một chiều từ A đến B (cả hai trong khoảng 1..N và A != B).

**Constraints**

(1 ≤ K ≤ 100); (1 ≤ N ≤ 1,000); (1 ≤ M ≤ 10,000);

**Output Format**

In ra số địa điểm có thể được chọn là điểm họp mặt.

**Sample Input 0**

4 10 15

1

4

5

7

10 3

5 6

4 9

5 3

8 6

4 6

8 9

3 9

1 9

6 9

7 9

9 6

7 3

2 9

5 9

**Sample Output 0**

2

**Sample Input 1**

2 4 4

2

3

1 2

1 4

2 3

3 4

**Sample Output 1**

2

**Explanation 1**

2 điểm có thể họp mặt : 3, 4

**[Graph]. Bài 35. Đồ thị 2 phía (Bipartite graph)**
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**Input Format**

Dòng đầu tiên gồm 2 số n và m tương ứng với số đỉnh và số cạnh của đồ thị. M dòng tiếp theo là cạnh u-v, trong đó u khác v.

**Constraints**

1<=N<=1000; 1<=M<=N\*(N-1)/2; 1<=u,v<=N;

**Output Format**

In ra YES nếu G là đồ thị 2 phía, ngược lại in NO

**Sample Input 0**

5 4

1 2

3 2

4 3

4 5

**Sample Output 0**

YES

**Sample Input 1**

6 5

2 1

2 3

3 4

5 4

1 6

**Sample Output 1**

YES

**[Graph]. Bài 36. Độ cao của cây**
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**Input Format**

Dòng đầu tiên là số n - số nốt của cây. N - 1 dòng tiếp theo mỗi dòng mô tả một cạnh của cây.

**Constraints**

1<=n<=1000;

**Output Format**

In ra độ cao của các nốt, từ nốt 1 tới nốt n.

**Sample Input 0**

7

1 2

2 3

3 4

1 5

5 6

1 7

**Sample Output 0**

0 1 2 3 1 2 1

**[Graph]. Bài 37. Quần đảo chìm**

Thành phố Vice được xây dựng trên một nhóm các hòn đảo, với những cây cầu nối giữa chúng. Như bất kỳ ai ở Vice City đều biết, nỗi sợ hãi lớn nhất của các phó thành phố là một ngày nào đó các hòn đảo sẽ bị nhấn chìm. Vấn đề lớn của việc này là một khi các hòn đảo bị nhấn chìm, một số hòn đảo khác có thể bị ngắt kết nối. Bạn đã được thị trưởng thành phố Vice thuê để nói cho ông ta biết có bao nhiêu hòn đảo, khi bị nhấn chìm, sẽ ngắt kết nối các bộ phận của thành phố Vice. Bạn nên biết rằng ban đầu tất cả các hòn đảo của thành phố đều được kết nối với nhau.

**Input Format**

Dòng đầu tiên là N và M, tương ứng với số lượng đảo và cầu; M dòng tiếp theo của mỗi test case mô tả cầu nối giữa 2 hòn đảo u, v;

**Constraints**

1<=N<=1000; 1<=M<=N\*(N-1)/2; 1<=u,v<=N;

**Output Format**

In ra số lượng hòn đảo khi bị ngập sẽ làm thành phố Vice bị ngắt kết nối.

**Sample Input 0**

6 8

1 3

6 1

6 3

4 1

6 4

5 2

3 2

3 5

**Sample Output 0**

1

**[Graph]. Bài 38. Mèo Tom**

Chú mèo Tom đang ở gốc 1 cây với nhiều lá và cành. Cái cây này có rất nhiều lá và các đỉnh trung gian. Ở các nốt lá có treo các con cá và mèo Tom mong muốn ăn được nhiều cá nhất có thể vì thế nó dự định sẽ trèo từ gốc cây tương ứng với đỉnh 1 và đi lần lượt tới các nốt lá để ăn cá, nhưng trên đường đi từ nốt gốc lên nốt lá, mèo Tom phải đi qua các nốt trung gian. Các nốt trung gian này sẽ có những con gián và mèo Tom chỉ có thể đi đến các nốt lá để ăn cá nếu trên đường đi từ nốt gốc tới nốt lá có không quá m con gián liên tiếp. Bạn hãy giúp Tom đếm số cá tối đa mà nó có thể ăn được nhé.

**Input Format**

Dòng đầu tiên là n và m, tương ứng với số lượng nốt của cây và số con gián liên tiếp. Dòng thứ 2 gồm n số có giá trị 1 hoặc 0, tương ứng với vị trí ở nốt thứ i có hoặc không có con gián. N - 1 dòng tiếp theo mỗi dòng là mô tả 1 cạnh của cây.

**Constraints**

2<=n<=1000; 1<=m<=n;

**Output Format**

In ra số con cá tối đa mèo Tom có thể ăn

**Sample Input 0**

7 1

1 0 1 1 0 0 0

1 2

1 3

2 4

2 5

3 6

3 7

**Sample Output 0**

2

**[Graph]. Bài 39. Cây khung DFS**

Cho đồ thị vô hướng G =(V, E) liên thông. Hãy in ra các cạnh của cây khung này theo thuật toán DFS bắt đầu từ đỉnh s. Thứ tự mở rộng cây khung của thuật toán DFS luôn mở rộng đỉnh có thứ tự nhỏ hơn trước.

**Input Format**

Dòng đầu tiên là n, m, và s tương ứng với số đỉnh, số cạnh và đỉnh gốc của cây khung. M dòng tiếp theo mỗi dòng là một cạnh của cây, dữ liệu đảm bảo cạnh chỉ nối giữa 2 đỉnh khác nhau.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n - 1)/2;

**Output Format**

In ra các cạnh của cây khung theo thứ tự duyệt bằng thuật toán DFS theo từng dòng.

**Sample Input 0**

7 12 3

6 3

6 2

5 3

5 4

7 3

5 2

7 1

4 3

2 1

6 4

7 2

3 2

**Sample Output 0**

3->2

2->1

1->7

2->5

5->4

4->6

**[Graph]. Bài 40. Cây khung BFS**

Cho đồ thị vô hướng G =(V, E) liên thông. Hãy in ra các cạnh của cây khung này theo thuật toán BFS bắt đầu từ đỉnh s. Thứ tự mở rộng cây khung của thuật toán BFS luôn mở rộng đỉnh có thứ tự nhỏ hơn trước.

**Input Format**

Dòng đầu tiên là n, m, và s tương ứng với số đỉnh, số cạnh và đỉnh gốc của cây khung. M dòng tiếp theo mỗi dòng là một cạnh của cây, dữ liệu đảm bảo cạnh chỉ nối giữa 2 đỉnh khác nhau.

**Constraints**

1<=s<=n<=1000; 1<=m<=n\*(n - 1)/2;

**Output Format**

In ra các cạnh của cây khung theo thứ tự duyệt bằng thuật toán BFS theo từng dòng.

**Sample Input 0**

9 18 4

9 3

5 4

5 1

5 2

7 5

4 3

8 5

4 2

2 1

9 4

7 2

8 6

9 7

4 1

6 1

9 1

6 3

7 1

**Sample Output 0**

4->1

4->2

4->3

4->5

4->9

1->6

1->7

5->8

**[Graph]. Bài 41. Sửa đường**

Ở 28techland có n thành phố và m đường giữa chúng. Thật không may, tình trạng của những con đường quá kém nên chúng không thể được sử dụng. Nhiệm vụ của bạn là sửa chữa một số con đường để có một con đường tốt giữa hai thành phố bất kỳ. Đối với mỗi con đường, bạn biết chi phí sửa chữa của nó và bạn nên tìm giải pháp sao cho tổng chi phí càng nhỏ càng tốt.

**Input Format**

Dòng đầu tiên có hai số nguyên n và m: số thành phố và đường. Các thành phố được đánh số 1,2,…, n. Sau đó, có m dòng mô tả các con đường. Mỗi dòng có ba số nguyên a, b và c: có một con đường giữa các thành phố a và b, và chi phí sửa chữa của nó là c. Tất cả các con đường đều là đường hai chiều. Mọi con đường đều nằm giữa hai thành phố khác nhau và có nhiều nhất một con đường giữa hai thành phố.

**Constraints**

1≤n≤10^5; 1≤m≤2⋅10^5; 1≤a,b≤n; 1≤c≤10^9

**Output Format**

In một số nguyên: tổng chi phí sửa chữa tối thiểu. Nếu không có giải pháp nào, hãy in "IMPOSSIBLE".

**Sample Input 0**

5 6

1 2 3

2 3 5

2 4 2

3 4 8

5 1 7

5 4 4

**Sample Output 0**

14

**[Graph]. Bài 42. Lát đường**

Ở 28techland có n thành phố và ban đầu không có đường giữa chúng. Tuy nhiên, mỗi ngày một con đường mới sẽ được xây dựng và sẽ có tổng cộng m con đường. Một cụm thành phố là một nhóm các thành phố trong đó có một tuyến đường giữa hai thành phố bất kỳ bằng cách sử dụng các con đường. Sau mỗi ngày, nhiệm vụ của bạn là tìm ra số lượng cụm thành phố và kích thước của cụm thành phố lớn nhất.

**Input Format**

Dòng đầu tiên có hai số nguyên n và m: số thành phố và đường. Các thành phố được đánh số 1,2,…, n. Sau đó, có m dòng mô tả các con đường mới. Mỗi dòng có hai số nguyên a và b: một con đường mới được xây dựng giữa các thành phố a và b. Bạn có thể cho rằng mọi con đường sẽ được xây dựng giữa hai thành phố khác nhau.

**Constraints**

1≤n≤10^5; 1≤m≤2⋅10^5; 1≤a,b≤n;

**Output Format**

In m dòng: thông tin cần thiết sau mỗi ngày.

**Sample Input 0**

5 3

1 2

1 3

4 5

**Sample Output 0**

4 2

3 3

2 3

**[Graph]. Bài 43. Tìm đường**

Cho một bảng S[][] kích thước N x M, bao gồm các ô trống, các vật cản. Ban đầu bạn ở vị trí S. Nhiệm vụ của bạn là hãy di chuyển tới vị trí T, sao cho số lần đổi hướng không quá hai lần. Các bạn có thể di chuyển từ 1 ô sang 4 ô chung cạnh với ô hiện tại và không có vật cản.

**Input Format**

Dòng 1 bắt đầu bởi hai số nguyên N và M. N dòng tiếp theo, mỗi dòng gồm M kí tự mô tả bảng S. Trong đó: ‘.’ là một ô trống, ‘\*’ là vật cản, ‘S’ là vị trí xuất phát và ‘T’ là vị trí đích. (Chỉ có một vị trí S và T duy nhất).

**Constraints**

(1 ≤ N, M ≤ 500);

**Output Format**

In ra “YES” nếu tìm được đường đi, ra in “NO” trong trường hợp ngược lại.

**Sample Input 0**

9 6

\*\*.\*..

.\*\*..T

.\*..\*.

.....\*

...\*\*\*

...\*S.

\*.....

\*\*\*\*..

.....\*

**Sample Output 0**

NO

**Sample Input 1**

6 10

S...\*...\*\*

...\*.\*....

......\*.T.

.........\*

...\*.\*\*\*..

....\*.\*...

**Sample Output 1**

YES

**[Graph]. Bài 44. Thuật toán Dijkstra**

Cho đồ thị vô hướng có trọng số không âm G= (V, E) được biểu diễn dưới dạng danh sách cạnh trọng số. Hãy viết chương trình tìm đường đi ngắn nhất từ đỉnh s đến tất cả các đỉnh còn lại trên đồ thị. Dữ liệu đảm bảo có đường đi từ đỉnh s tới mọi đỉnh khác trên đồ thị.

**Input Format**

Dòng đầu tiên là n m và s tương ứng với số lượng đỉnh, cạnh và đỉnh bắt đầu. M dòng tiếp theo là các dòng mô tả cạnh của đồ thị.

**Constraints**

1<=n<=1000; 1<=m<=n\*(n-1)/2; Trọng số các cạnh là số nguyên không âm không vượt quá 100;

**Output Format**

In ra đường đi ngắn nhất từ đỉnh u tới mọi đỉnh còn lại

**Sample Input 0**

10 44 5

7 5 60

9 8 31

9 1 83

4 3 25

6 2 1

4 1 52

6 3 76

7 6 95

9 7 84

8 2 91

10 7 8

6 4 32

10 2 76

3 1 62

10 6 88

8 3 12

5 3 15

5 4 40

9 2 20

3 2 5

5 1 36

9 4 98

8 6 65

8 5 95

10 3 55

9 6 95

10 1 5

4 2 70

7 1 80

10 4 35

7 2 99

10 9 24

6 5 94

2 1 77

8 1 12

8 4 76

9 3 27

5 2 5

9 5 12

10 5 1

8 7 59

6 1 1

10 8 92

7 3 54

**Sample Output 0**

6 5 10 35 0 6 9 18 12 1

**[Graph]. Bài 45. Truy vấn đường đi**

Cho đơn đồ thị vô hướng liên thông G = (V, E) gồm N đỉnh và M cạnh, các đỉnh được đánh số từ 1 tới N và các cạnh được đánh số từ 1 tới M. Có Q truy vấn, mỗi truy vấn yêu cầu bạn tìm đường đi ngắn nhất giữa đỉnh X tới Y.

**Input Format**

* Dòng đầu tiên hai số nguyên N và M;
* M dòng tiếp theo, mỗi dòng gồm 3 số nguyên u, v, c cho biết có cạnh nối giữa đỉnh u và v có độ dài bằng c.
* Tiếp theo là số lượng truy vấn Q.
* Q dòng tiếp theo, mỗi dòng gồm 2 số nguyên X, Y.

**Constraints**

(1 ≤ N ≤ 100, 1 ≤ M ≤ N\*(N-1)/2); (1 ≤ c ≤ 1000); Q (1 ≤ Q ≤ 100 000);

**Output Format**

Với mỗi truy vấn, in ra đáp án là độ dài đường đi ngắn nhất tìm được

**Sample Input 0**

5 6

1 2 6

1 3 7

2 4 8

3 4 9

3 5 1

4 5 2

3

1 5

2 5

4 3

**Sample Output 0**

8

10

3

**[Graph]. Bài 46. Di chuyển trên bảng số**

Cho một bảng số kích thước N x M. Chi phí khi đi qua ô (i,j) bằng A[i][j]. Nhiệm vụ của bạn là hãy tìm một đường đi từ ô (1, 1) tới ô (N, M) sao cho chi phí là nhỏ nhất. Tại mỗi ô, bạn được phép đi sang trái, sang phải, đi lên trên và xuống dưới.

**Input Format**

* Dòng 1 bắt đầu bởi hai số nguyên N và M.
* N dòng tiếp theo, mỗi dòng gồm M số nguyên A[i][j]

**Constraints**

* 1 ≤ N, M ≤ 500.
* (0 ≤ A[i][j] ≤ 9).

**Output Format**

In ra một số nguyên là chi phí nhỏ nhất cho đường đi tìm được.

**Sample Input 0**

6 7

0 3 6 0 5 9 1

6 5 4 4 0 7 6

4 0 2 1 5 6 1

2 7 7 3 3 1 6

4 4 9 6 9 7 2

3 6 4 4 1 9 2

**Sample Output 0**

28

**Sample Input 1**

4 5

0 3 1 2 9

7 3 4 9 9

1 7 5 5 3

2 3 4 2 5

**Sample Output 1**

24